Taking Context into Account in Conceptual Models Using a Model Driven Engineering Approach
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Context: In public transport, travelers (considered as information systems users) do not have the same objectives and/or concerns at the same time. For this reason it is not always easy to provide them with the right information at the right time. If personalizing the information to the user allows to do this to some extent it is not enough since the information could also depend on the use of the context and the environment (e.g., place, time…).

Objective: This paper proposes a solution allowing the context to be managed inside an application’s conceptual model in order to provide a more flexible web application from the users’ point of view.

Method: Our work is based on a modeling method using the Model Driven Engineering (MDE) approach and on practical field experiences permitting us to validate our solution. Our domain of application is personalized transport information.

Results: Introducing the notion of context into rules and decision trees that are used inside conceptual models allowed us to incorporate context as important information for personalizing web applications.

Conclusion: The context should be integrated into an application during the modeling phase to allow a smooth integration inside the application and to facilitate the evolution over time. Our solution offers a better users’ experience through an extended personalization of web applications.
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1. Introduction

Nowadays, developing applications for end users is becoming increasingly complex as they want to access these applications everywhere, at every moment of the day and the night and with many different devices [1] [2]. In addition, users want to access the right application and the right information only when needed, and they do not want to be overwhelmed by information [3] [4]. These users’ requirements are even more critical in the field of public transportation where users are, by their very nature, mobile and do not have the same goals (e.g., waiting for a train, looking for a taxi or a restaurant, planning a trip, etc.) [5]. To be able to offer this kind of services, designers of interactive applications must design applications that are less dependent on the technical aspects and that can
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exploit the user's context to provide the user with useful information only. The rising use of mobile devices only adds to the complexity of designing new applications. Although the discussion in this paper is limited to web applications, the above mentioned observation is generic to application design.

Currently on its way to becoming the new paradigm for developing applications [6] [7], Model-Driven Engineering (MDE) allows applications to be created using conceptual models, in particular by combining already existing models. Although the notion of context was defined long ago [8], only a few studies have tried to integrate this notion into an application modeling approach, and even fewer have tried to integrate it into an MDE modeling approach [9] [10].

Nowadays, the paradigm of applications factories is becoming increasingly important in today world [11]. Its long term goal is to achieve a genuine industrialization of IT developments that would allow a significant improvement in the development phase in terms of cost, quality and deadlines. In order to reach this goal, the development of an application would be in the hands of business experts who would then be able to create their own applications from an assembly of existing components. One of the important steps to achieve this goal was the development of service oriented architectures (SOA) [12] and more particularly approaches based on business processes [13] [14]. So today it is important to consider this trend in IT development of the creation and/or establishment of a MDE process type.

According to Tariq &. Akhter [15] and our own analysis of the existing methods and tools [16], only a few MDE methods exist that allow interactive applications to be modeled using conceptual models. For this reason, we developed PERCOMOM (PERsonalization and CONceptual MOdeling Method) [16], which allows the semi-automatic creation of personalized WIMP (Window, Icon, Mouse and Pointing device) applications, using reusable conceptual models based on business processes. However, knowing how to model an application is only the first stage of an MDE approach. Reusing models can create new problems related to their evolution over time; these problems can become particularly important if the models are shared by several applications.

In this paper, our contribution to provide a solution to these problems is focused on the validation of the capacity to manage the context inside an MDE approach at the conceptual level. For that, we developed a set of decision-tree rules that define the type of conceptual models that must be modified. We tested these rules with PERCOMOM, and more specifically on the conceptual models related to the business processes, but they were intended to be used with any modeling approach based on MDE.

The next section focuses on what led us to create these decision-tree rules. The third section presents these rules within the framework of context awareness. The fourth section provides actual examples in the field of public transportation along with a discussion of the associated limits and constraints. The fifth section summarizes our conclusions and outlines future research directions.

2. Modelling Business Processes that integrate interactive applications

In this section, we provide a brief review of the literature on conceptual modeling of computer applications and present different approaches for modeling an interactive application. Then, we summarize the new orientations for the conceptual modeling of interactive applications and introduce the notion of context and examine the complexity associated with it. Finally, we present the existing solutions for adapting computer applications to their context of use.

2.1 Model Driven Engineering: Principles

A Model-Driven Engineering (MDE) approach to application design is an approach that makes use of several conceptual models so that each model manages one or more well-defined part(s) of the application. Because of the conceptual nature of such models, they would not have to address the technological problems associated with the final application handled by the users [17]. Within an MDE modeling framework, the main focus is on the design and management of conceptual models. In this paper, we retain the definition of a conceptual model given by the Object Management Group [18]
for the Computation Independent Model (CIM); namely, “A computation independent model is a view of a system from the computation independent viewpoint. A CIM does not show details of the structure of systems. A CIM is sometimes called a domain model and a vocabulary that is familiar to the practitioners of the domain in question is used in its specification.”

The objective of such conceptual models is to make it possible for business domain experts – who are not data processing specialists but rather specialists in their own domain, to define the models of the business processes that they use and that they want to see included in an application. The passage from a conceptual model to an actual application is accomplished through a succession of model transformations based on a Model-Driven Architecture (MDA). We studied these model transformations from the point of view of Human-Computer Interaction (HCI).

Through its use of three abstraction levels, MDA separates the logic of the business processes associated with the application from the technology that is used to execute these processes. This is done with the objective of removing the direct link between the applications and the coding, thus facilitating their interaction and making them less sensitive to technological changes. The transition from one level to another is done through model transformations that, at each stage (from CIM to PIM – Platform Independent Model – and from PIM to PSM – Platform Specific Model), makes it possible to enrich the models with the necessary and sufficient technical information needed. Given the numerous model transformation tools that exist today, we refer the readers who desire more information to the review done by Czarneski et al. [20] for a more detailed presentation and classification of these tools.

From the functional point of view, one of the advantages of the MDE approach is that it covers all the domains used in an information system architecture, as defined in the Zachman Framework [19] (see Figure 1). At the CIM level, this is done through a whole set of models each covering a specific abstraction domain (Things, Processes, and so on). In the field of interactive applications, these models, linked together, allow to cover all the different aspects of an application.

After this brief description of the general principles of MDE, we will present, in the next section, the existing methods and approaches for defining and managing the conceptual models.
2.2 Existing methods for the conceptual modeling of applications

Although MDA has been around for several years [21] [22], it is seldom used to create large interactive applications. When used, it is frequently incomplete in spite of the abundant research showing the advantages of using it [23] [24] [25], particularly in HCI [26] [27]. Nowadays, its use is limited today partially due the lack of tools and methods for modeling at the CIM level [14] [16] with truly independent models from the computer techniques used to create the applications. In fact, most of the existing solutions proposed use only the PIM and PSM levels of MDA.

Today, one of the most advanced HCI approach is probably UsiXML, a XML-based markup language for defining human-computer interfaces [28] (see Figure 2), developed on the framework CAMELEON [29] [30] (see Figure 3). By defining a level called “Tasks and concepts”, this framework not only allows user tasks to be handled, but also contains an entire set of additional concepts allowing the users or the environment to be modeled [31]. In UsiXML, user tasks are modeled using ConcurTaskTrees (CTT) [32]. This method uses a hierarchical structure for user action tasks, temporal operators and the handling of objects that communicate between the tasks.

Using UsiXML, user interfaces can be defined at such a high abstraction level so that it is possible to free the model from the constraints related to the technical platforms that will actually be used by the final application. The passage from the abstract interface to the concrete interface is accomplished through a succession of transformations and enrichments of the initial abstract models. Due to its approach, UsiXML is compatible with MDA. For a detailed presentation of UsiXML, the reader could refer to Florin's doctoral thesis [33] and to the UsiXML Consortium website, http://www.usixml.org.

![Figure 2. Simplified Model of the framework associated to graphical interfaces in UsiXML [28]](image)

![Figure 3. Global diagram of the CAMELEON reference framework used by UsiXML [29] [30]](image)

The CUP 2.0 [34] approach, centered on the creation of contextual graphical interfaces, models an application by using UML 2.0 stereotypes (see Figure 4), which facilitates the use of existing UML 2.0 tools for modeling applications. However, it also has the drawback of being directly linked to the UML language, and thus to the Object Oriented paradigm. CUP 2.0 is based on a direct translation of the contextual ConcurTaskTrees [35] inside a UML profile to express all the processes used inside an application.
Other approaches have also been proposed in the HCI literature. For example, Schattkowsky et al. [36] introduced an approach that strictly separates the interface’s visual aspects from the other elements of the overall model, particularly from the processing elements. The Wisdom approach, introduced by Nunes [37], separates the analysis and design models for the user interface from the functional processes associated to an application by using different models. Proposed by Pinheiro da Silva et al. [38], UMLi extends the UML task model in a proprietary way and uses a specific interface model to model interactive applications. However, all these approaches are less advanced and less complete than UsiXML or CUP 2.0.

In the field of public transportation, the various presented approaches have a certain number of limitations that make them unable to take all the complexity of the field into account. For example, they are unable to take the problems related to content personalization as well as those related to secure access to the applications into account. Moreover, they only take very partially the problems related to the context into account.

Today, the tools and methods for creating applications containing models are not limited to the research world, and there are a certain number of commercial products on the market that are able to apply an MDE approach relatively well. Among these products, we can mention:

- Leonardi by Lyria (http://www.lyria.com), which allows fast GUI generation for database applications through models and model transformations connected to MDA.
- Acceleo by Obeo (http://www.acceleo.org), which is a code generator that allows PIM models to be transformed directly into executable code.
- Arcstyler by Interactive Objects (http://www.arcstyler.com), which is also a code generator that allows PIM models to be transformed directly into executable code.
- Rational Software Architect by IBM (http://www.ibm.com), which is another code generator that allows PIM models to be transformed, while also taking into account the characteristics of various functional fields through the use of different modeling languages.

The last method that we will mention is not strictly a commercial product, being developed with the support of the European Commission. Comet (http://www.modelbased.net/comet), developed primarily by SINTEF ICT, is an incremental method for modeling and designing interactive applications. This method is itself based on functional business processes models and uses the UML language to generate the applications, with the models progressing towards the final application through a series of transformations.

Even if these “commercial” methods and tools represent an unquestionable advance in the use of MDE, they nevertheless have limitations. Leonardi deals with database applications but only with aspects related to the GUI and not business processes associated with the GUI. Acceleo, Arcstyler and Rational Software Architect are all tools for generating code, using a PIM model; they do not offer or use any real conceptual models. As for Comet, though the method and the tools are closest to a true MDE approach, the product orientation towards internet applications based on a Service Oriented Architecture (SOA) greatly limit its potential.
To address the problem related to the difficulty of managing the CIM models in the different approaches presented, new solutions are proposed in the next section.

### 2.3 New orientations for the conceptual modeling of interactive applications

Today, the Unified Modeling Language (UML) [39] is the most used language for modeling applications. However, it is too close to the Object-Oriented Programming paradigm to be a good candidate for modeling applications at the conceptual level. In addition, UML is not always easily readable by the various stakeholders in complex projects, particularly non-computer scientists [40] [41] [42] [43] [44] [45].

A new paradigm emerged a few years ago, called the business process paradigm. For this new paradigm, new modeling languages have been proposed, such as Business Process Modeling Notation (BPMN) [46] as well as new principles for creating web applications using Service-Oriented Architectures (SOA) [47]. However, this business process paradigm makes it possible to solve only part of the time evolution problems. Although BPMN takes functional task models into account, it does not provide specific modeling solutions for interactive tasks involving the user, as the ConcurTaskTree (CTT) notation does [48] but CTT is not without its limitations in that it only partially takes into account functional tasks.

Such deficiencies, specifically in the domain of Human-Computer Interaction (HCI) [27], led us to propose PERCOMOM [16] (described in section 3.1). PERCOMOM allows functional and interactive tasks to be managed by creating conceptual models used in specific business processes. First used in the field of web applications for public transportation (see section 4), PERCOMOM provides an initial solution to the problem of managing context, by making web applications context-aware while designing the application or after it has been designed through a reengineering process.

### 2.4 Notion of context

In this paper, we use Dey's definition for context [8]:

> “Context is any information that can be used to characterize the situation of entities (i.e., whether a person, place or object) that are considered relevant to the interaction between a user and an application, including the user and the application themselves. Context is typically the location, identity and state of people, groups and computational and physical objects.”

Thus, context in the domain of artificial intelligence could be defined in terms of time, location, culture, topic, granularity and modality [49]. In relation to workflow, context could be defined in terms of function, behaviour, causality, organization, information, operation and history [50]. In relation to business processes, context could be defined in terms of business processes; sender and receiver roles; third-party roles; industry, product or service classifications; geopolitical information, legal and contractual constraints; system or application constraints; or compliance requirements [51]. Given these definitions, it is important to point out that the notion of context is dependent on both the applications and the business domain in which it is used. In short, the context elements could be defined as all the relevant information:

- that are not processing data (e.g., they do not come from a database),
- that are not directly linked to the business processes (i.e., each business process could be executed without knowing the context), and
- that could have an influence on the business processes (e.g., the result of a business process or the task sequence inside a business process could depend on a context element).

In the framework of context-aware web applications, which is the subject of this article, it is possible to define the context as being composed of:

- the web application used, which represents a specific context of use for a model;
• the technical aspects related to using the web application, which represents a context that can produce constraints and limitations for the application; and
• the “physical” external environment in which the web application is used, which is specific to the place where the user is located [52].

Each group of elements can itself contain a significant number of sub-elements. Thus, the “physical” environment can be composed of the noise level, the luminosity level and so on. One of the common characteristics of these sub-elements is that they must be quantifiable and measurable to be used in an application.

In PERCOMOM, we define three types of contextual elements, which are extracted from the context elements identified by Kaltz et al. [9]:

• The application context, which makes it possible to know the application or the application category used. The category is defined by its place in an ontology; a web application can belong to one or more categories.
• The geographical context, which makes it possible to know the place where the web application is being used. This context is based on a geographical ontology that identifies the links between the various types of spaces (e.g., country, city) and the various places (e.g., France, Wales, New York)
• The temporal context, which makes it possible to locate the moment that the web application is used, compared to temporal intervals (e.g., public holidays) that can be either fixed (e.g., Christmas) or repetitive (e.g., every first day of the month).

It is important to note here that while some elements of context can be more or less easily modeled or integrated into models of applications, taking into account all the elements representing the context is almost unthinkable. Thus, a user of public transportation, located at a station, taking into account the full context would require to include in the models the physical environment (location, noise level, atmospheric pressure, and so on), the other users present in the station (attitudes, expectations, needs, behavior, and so on) and the user himself or herself. This represents a significant amount of information that could not be taken into account in a single model without making it very difficult to understand and use. Therefore, taking into account the context in applications makes it imperative not to take into account all aspects of the context of use but only the most relevant from the viewpoint of the application.

2.5 Adaptation to the context

For Han [53], speaking about interactive applications on the internet, the adaptation to the context is defined as "the process of selection, generation or modification of content (e.g., text, images, animations) to suit the user's computing environment and context of use". Adaptation can be done in three ways [54]:

• manually, in which case the adaptation is only done if the user has explicitly asked for it.
• semi-automatically, in which case the adaptation is done in relation to user choices.
• automatically, in which case the context adaptation was determined in the design phase and the user cannot express any choice.

From the business processes point of view, the adaptation to the context could be [10]:

• an extrinsic adaptation process, which is triggered from outside the business process but is nonetheless used to define and characterize the context, or
• an intrinsic adaptation process, which allows the business process to adapt itself to the context.

If, at a first glance, the process seems easy to manage, many problems remain unsolved [10], for example: 1) the conceptualization of the business process context, 2) the integration of context elements in the business process design, and 3) the support of context-aware business processes.
Conceptualization of the business process context: The solution that seems to be emerging today is the use of context ontologies [55]. These ontologies allow each context to be defined in relation to a specific business domain. They also define the semantic relationships between the context elements, which allows the expression of how the context state could evolve over time (i.e., only some context elements are considered to be valid for a given context situation).

Integration of context elements in the business process design: This problem is related to the problem of how enough flexibility can be introduced into a business process to allow it to adapt itself to the context of use. One of the possible solutions could be to create a specific business process for each context state; in this case, the context information would be managed directly inside the business process. Although this solution would allow a great deal of control of the context adaptation process, it would not be easy to manage over time since a great number of business processes would have to be defined. On the other hand, the solution proposed by Andersson et al. [56] takes the business processes' adaptation to the context into account during the design phase and run-time. This is done by using the business process patterns, which could then be automatically used during runtime to allow each process to adapt itself to the context.

Support of context-aware business processes: This type of support could be done by using ad-hoc processes, which are subject to change during execution, and knowledge processes, which allow expansible process data and process models to be defined for specific domains [57]. It could also use case-based reasoning to allow the adaptation to be processed during run-time [58]. Or, it could be managed though such tools as ProM [59], which allows different kinds of solutions to be combined.

The context elements now being defined, the next step is to determine how to generate context-aware web application models and how to allow already existing models to manage new context elements.

3. Context of use adaptation for interactive applications: contribution focussed at the conceptual level

Before presenting our solution, it is important to note that the research described in this paper does not involve a global reflection on business process lifecycles. The paper focuses on defining rules that will allow existing models to evolve to become context aware. In fact, it solves only one small part of the reengineering problem related to existing business processes in a context-aware environment, as defined by Saidani et al. [60] and Bessai et al. [61].

It is also important to point out that the solution presented in this paper is not focused on modeling contextual interfaces, which is a dense, rich research field that is far beyond the scope of this paper. The reader interested in this field of research could refer to Kris Lyuten’s thesis [62] or the different articles by Breiner et al. [63], Forbrig et al. [64], Hinz et al. [65], Kjedov et al. [66] and Jacquet et al. [67].

The main contribution of our works resides on the validation of the capacity to manage the context inside an MDE approach based on business processes at the conceptual level.

Roseman et al. [68] have proposed using a context framework, based on a context classification, to adapt the business processes. Kapitsaki et al. [69] have proposed solving the problem by separating the business functions from the context adaptation function; in their method, the context adaptation is made during the model transformation between the PIM and the PSM level, for a specific context. Our method allows functional (i.e., business tasks) and interactive tasks to be managed by creating conceptual models that could have different behaviors depending on the use context. In this section, we begin with a quick presentation of our method, PERCOMOM, which was used as the basis of our research on integrating the context of use into conceptual models. Then, we present how the notion of context is used inside the conceptual models defined by PERCOMOM. Finally, we examine how the notion of context could be managed inside a modeling method like PERCOMOM.
3.1 What is PERCOMOM?

Based on Model-Driven Architecture (MDA) [70] and inspired by previous research in our lab [5] [71] [72] [73], PERCOMOM [16] allows business experts themselves to model personalized interactive applications. As shown in Figure 4, PERCOMOM defines 14 types of conceptual models. These models, which were designed to cover a large range of applications, are not mandatory for each application.

In fact, each model represents, for a specific kind of business experts, a view of the application in the sense used in architectural modeling as described by Rozanski et al [74]. For example, a business expert in business rules will only work with models dealing with business rules used in the application whereas a business expert in security problems will work with models dealing with the security of the application. And, if a model is not relevant with a specific application, it will be not used during the modeling phase of the application. For example, a geographical model, which deals with geographical information, will not be useful for a simple textpad application. This allows, during the modeling phase of the application, business experts to fully express their knowledge and skills without having to deal with problems related to other business problems. Otherwise, to be easily manipulated by business experts all kinds of models use a specific modeling language that could be assimilated to a Domain Specific Language. As the computers are still unable today to understand plain English, the modeling languages used in our models are defined as a balance between ease of understanding by domain experts and their ability to be processed by a computer. Models in PERCOMOM are grouped in 5 categories as presented in Figure 5.

![Figure 5. Conceptual models in PERCOMOM](image)

Although PERCOMOM is not a central focus in this article, presenting a brief overview the PERCOMOM models is useful for understanding the approach proposed in this article. The following categories of models are considered in the current version of PERCOMOM:

- Cross models:
The application model makes it possible to define the properties and elements that are specific to the application, such as the name of the application or the default language used to display the contents to the user. For each application, we associate an application class defined within an application ontology, contained in the complete ontology. This application class makes it possible to use the concept of the application range within the other models. In a simplified way, this allows each application to be associated to one or more application “categories”. Thus, an application providing information about train schedules could be associated to the generic category, “transport information”, whereas an application providing information about TV programs would be associated to the generic category, “leisure-activity information”. Within the other models, it is thus possible to define validity constraints according to the application categories and/or to associate elements and/or behaviors according to the membership of the application to such or such application “category”. On the level of the contextual adaptation of the applications, this defining of validity constraints allows different behaviors to be defined for applications according to their membership category, with respect to modifying their use context. To give an example, if validity constraints were so defined, it would be possible to consider that the adaptation of the ambient luminosity would be done only for the applications in the generic “transport information” category and not for the applications in the generic “leisure-activity information” category.

This ontology, which is in fact a business domain ontology, makes it possible to handle only business domain concepts in the models, thus providing a total abstraction with the data that will be used in the concrete application. This ontology also makes it possible to use a single vocabulary and semantic for all the people involved in the modeling of the application, which provides semantic coherence between all the applications. This coherence should facilitate the comprehension of the applications and their maintenance over time.

- Social models:

The social models model the users using three different ways:

The User Profile model (SM1) manages all information specific to the user: for example, name or date of birth, but also user preferences or the history of the user's interactions with the application. If this specific information is structured hierarchically, the preferences are associated to the business ontology, thus making it possible to associate one preference level to each class of the ontology but also to each individual in the ontology. For example, users can indicate that they would prefer to take the bus rather than to go by foot (a class preference) and that when they take the bus, they prefer the transportation company X rather than the transportation company Y (an individual preference).

The Organization model (SM2) represents the social structure of the human society in which the users evolve/move, allowing the social links between the various application users to be highlighted by defining the hierarchical relationships between the user groups (e.g., “directed by”, “managed by”, “belonged to”). This in turn allows specific rules to be defined in the other models according to the user's social group membership. SM2 makes it possible to model several different human structures: for example, a structure defining the organization of external customers in organized social groups or a structure defining the hierarchical organization of an industrial or commercial business. Each user can be a part of one or more different structures and, within each structure, can belong to one or more different social groups. Thus, in an application in the domain of public transportation, a single traveler can belong to several groups: student, tourist, etc.

The Security model (SM3) defines the user roles for each application according to the Organization model, thus allowing access to be authorized or forbidden to various parts of the application according to the user roles that have been defined. It is important to note here that, though both are defined in the social models, there is difference between user groups, which influence the behavior of the applications and the information reported back to the user, and user roles, which control user access to the different parts of an application.
• **Environmental models:**

The environmental models model the elements of the external environment of the application that could interfere with its operation:

The **Geographical model (EM1)** models the geographical environment in which the application evolves/moves. This model is defined through an ontology of geographical classes (e.g., Continent, Country, State, Town/City, Street, House, Office, Desk) connected to one another through properties of inclusion and exclusion and a database containing the individuals associated with each geographical class, for example, the country of France or the continent of North America. Each individual is associated to a geographical definition compatible with GIS (Geographic Information System) cartographic systems.

The **External Systems model (EM2)** models the external systems with which the application can communicate (e.g., printers, software packages). To do so, it defines the external systems as black boxes with inputs and outputs, command elements and either a synchronous or asynchronous relationship to the application. In order to take into account the fact that external systems (e.g., a printer) are not always available depending on the localization of the user, we associate each external system with one or more membership classes, using an external system ontology. Each class groups external systems that behave identically (e.g., printers), making it possible to define associations either with specific external systems or with general classes of external systems within the application. Thus, when a user needs to print information while traveling, the information will be printed on the printer that is physically the closest and not on a specified printer. To allow this, it is necessary to define the possibility of a geographical and/or temporal validity clause for each external system, which permits up-to-date knowledge of a user's valid external systems, depending on the user's location, the application, the time and the date.

The **Events model (EM3)** defines all the events that can be managed by the applications. Each event has a unique name, an applicative range indicating whether or not it is valid for one or more application classes, a social range indicating the social groups for which an event is valid, a geographical range indicating its zone of geographical validity using information from the Geographical model, and a temporal range indicating its period of validity defined in minutes, hours, days. For instance, a technical problem preventing the subway from circulating on a subway line could generate an event whose the lifespan would be related to the duration of the technical problem. This event could be used to announce the problem to the users and as information for a route calculation system that could offer substitute routes to the user.

• **Behavioral models:**

The behavioral models model the elements that influence the application's behavior but are not related to human-computer interactions.

The **Action model (BM1)** allows series of business tasks to be modeled without any interaction with the user. Each action can have input values that are provided by the user interface and can modify the output values displayed on the user interface. To define the actions, a pseudo specific language derived from PASCAL language is used within each task. An action could be the printing of a user travel card at an information terminal. The user initiates the action, but the various tasks composing the action are carried out automatically without any user intervention.

The **Data model (BM2)** uses a mapping file to connect the concepts of the business domain ontology to a conceptual model of the entity-relationship data. In order to manage several different data sources according to their context, it is possible to associate each data source to a geographical and temporal validity clause, as well as to an application validity clause, which allows the different databases to be used not only with different contents but also with different structures depending on the contextual constraints of the application. For example,
the same application for consulting bus schedules could be connected to a specific database in city A and to another database in city B without changing the application model.

The Business Rules model (BM3) permits certain parts of the business logic to be taken out of the business processes, thus making the processes easier to modify. The OMG [75] and the Business Rules Group [76] defined business rules as: “ [...] a statement that defines or constrains some aspect of the business. It is intended to assert business structure or to control or influence the behavior of the business. The business rules that concern the project are atomic - that is, they cannot be broken down further”. We defined three types of business rules in PERCOMOM: validation rules whose evaluation returns a Boolean value (true or false); selection rules whose evaluation returns a value that can be a character string, a date or a number; and action rules whose evaluation triggers the execution of a particular action. The definition of these rules can involve all of the elements defined in the models presented previously. For example, a validation rule could be defined to govern the distribution of ads on the user platform; this rule would make it possible to know whether or not a person was a senior citizen, defined as a person over 60 years of age who does not have a job. In

- Interaction models:

The interaction models model the interactions between the user and the computer system:

The Business Process model (IM1) defines, for each business goal, all the tasks that must be accomplished to achieve this goal, within the limitations described by Dijkman et al. [77]. These tasks can be interactive tasks (e.g., inputting data, selecting options), system tasks (e.g., closing or opening a group of interaction elements), or action tasks (e.g., the tasks defined in the action model). Based on the information contained in all the other models, IM1 defines the order of the tasks to be carried out as well as the constraints associated with them. For each business process, it is possible to associate the geographical, temporal, social and application validity constraints that will permit several different business processes to be defined for the same business goal, though only one business process can be active at the same time for a given user and a given context.

The Static Interaction model (IM2) represents all the elements proposed to the user for interacting with the application. Each model represents either a logical group of interaction elements or a physical group of interaction elements. A logical group of interaction elements is composed of elements whose interaction is linked logically, and thus could not be separated when they are presented to the user (e.g., two different data areas that can be presented on the same screen on a PC and on two screens on a PDA). A physical group of interaction elements is composed of elements that cannot be physically separated when they are presented at the user (e.g., a data entry form).

The Dynamic Interaction model (IM3) defines how the various elements of each static model interact temporally and spatially. This model fuses a static model with all the business process models that use this static model at one time or another, taking into account only the elements related to the interactions. This model serves as a validation model, allowing the global functions of a specific static model to be visualized. For example, for a Web application, a static interaction model would correspond to the Web page and the dynamic interaction model would correspond to all of the interactions that could be executed on and from this Web page, though each business process may not always use all the possibilities of interaction for each Web page.

The interaction models, especially IM1, rely on all the other models for their definition. Thus, in a business process model, it is possible to define a particular behavior based on location, social group membership or user profile. Similarly, it is also possible to define a particular task using business rules, actions or external systems. In addition, it is possible to manage application events by defining business processes that do not necessarily require user interaction.

We used 14 types of models in order to have a good balance between the necessity of defining models appropriate for the different kinds of business experts involved in designing an application and the
necessity to obtain something that can be managed at the conceptual level. This balance was validated during our work with business experts on applications in the field of transportation [16]. If the small number of business experts involved did not allow to draw a definitive conclusion, it nevertheless served to validate the ease of handling of the different types of models used in PERCOMOM. These first tests also identified the important role of a coordinator who must be able to:

- Have a global view of functional problems treated by the application
- Define types of models that are necessary or not to model the application
- Distribute the different types of models between business experts
- Help business experts in creating models
- Check the integration of different models created by the business experts
- Make the link between business experts

The coordinator's role is therefore a key role in PERCOMOM. And much of the success of the modeling phase is based on him or her. If the coordinator must be a modeling expert, this person must also have good communication skills and, more especially, must have knowledge about all aspects covered by the application. Otherwise, the coordinator will not be able to distribute models between business experts and validate the relevance and completeness of the models created. In the present state of the research, this task is performed manually. In the future, we intend to automate it, to some extend, to facilitate collaboration between the different types of business experts.

In this paper, PERCOMOM is used as an example of a MDE modeling method, and thus the concepts proposed here can be used in other MDE methods.

3.2 Taking context into account in PERCOMOM

Before examining how PERCOMOM manages context in the conceptual models, we want to present, through an example, two of the “Interaction Models” used in PERCOMOM [78]

- The business process model, whose notation is derived from Business Process Modeling Notation (BPMN).
- The static interaction model, whose notation is specific to PERCOMOM and could be seen as a simplified BPMN model.

Figure 6 presents an example of a business process model (a) and a static interaction model (b), defined at the conceptual level. These models are used to create an application that displays the next train departures in a railway station (c). In this example, the conceptual models are created by transportation experts and the application is generated semi-automatically. All the information about the final look and feel of the user interface are managed manually because PERCOMOM is currently only able to generate basic user interfaces.

---

1 One of the problems of using as many as 14 models in a modeling method is clearly its usability from the perspective of business experts. Up to a certain point, this problem could be resolved by using helper applications and wizards from the main elements of an application. For the details, the business experts will probably have to manipulate each model directly. This problem, which also exists when using the 13 models of the UML 2 notation, is a real difficulty for the Software Engineering community [40] [41] [42] [43] [44] [45]. The answer is not easy and could be, on its own, the subject of several papers, going far beyond the scope of this paper.
Figure 6. Example of a business process model (a) and a static interaction model (b) that allow a web interface, used to display the next train departures in a railway station, to be generated for a French-speaking traveler/user of the transportation information system (c).

It is interesting to note here that the use of BPMN notation overcomes some problems of comprehension models that are generally associated with the use of UML [40] [41]. Thus, the business process model is presented as a series of tasks to be akin to a workflow application in which each task is described in sub-tasks and can be performed either by computer or by a human being. This mix of manual tasks and computing tasks allow a business domain expert to express a problem completely in terms of knowledge he/she has on it without being limited by a specific level of granularity on the definition of each task. So if the concerned expert does not know the exact content of a specific task, it can probably be described by another expert job that might not need to know the content of the other tasks. The use of BPMN notation can also overcome the challenge issued by the UML to be too close to the object oriented approach. Indeed, in BPMN models, the user does not manipulate objects in
terms of computer but only business tasks. Finally, as BPMN has been designed to be used by business users, its ownership and its use require little computer skills. This allows, in theory, business experts to use more quickly and more easily this type of modeling than UML.

In this paper, we only deal with how the context can be managed simply at the conceptual level; we do not deal with how context could be managed during run-time. (Although, as a representative MDE approach, PERCOMOM offers a general framework to explain context management during run-time). In PERCOMOM, context is managed through restrictions [79], which are specific business rules, returning a boolean value, that allow one or more contextual elements to be evaluated simultaneously. These restrictions are used in the business process models and in the static interaction models to define specific behaviors based on the result of this evaluation.

In PERCOMOM, a restriction is defined as a statement, which is either true or false and is composed of one or more other statements linked together by logical connectives (NAND, AND, OR, NOR or XOR). The smallest kind of statement (a statement without any connective) is called a literal. In terms of context, a literal is mainly defined from information in the conceptual models. Each literal is defined as a logical expression composed of a left member, generally a property of a conceptual model, a comparator and a comparator value used for the comparison. For example, to define a restriction called UserIsInParis that is only true if the user is in Paris, information from the User Profile Model will be used to determine where the user is (defined by the UserProfile.Context.CurrentLocation property) and from the Geographic Model, where the term "Paris" is defined from the geographic point of view. Thus, the restriction is defined as follows:

```xml
// A restriction is always defined by its name
<restriction name="UserIsInParis">
  // A statement is always defined by its name so that it can be reused
  <statement name="UserIsInParis">
    // A literal is always defined by its name so that it can be reused
    <literal name="UserIsInParis">
      // Definition of the left member of the literal
      <element model="UserProfile" property="Context.CurrentLocation"/>
      // Definition of the comparator to be used (here an inclusion)
      <comparator type="inclusion"/>
      // Definition of the comparator value
      <comparatorvalue model="GeographicModel" value="Paris"/>
    </literal>
  </statement>
</restriction>
```

It is interesting to note here that the language used to express some of the models used in PERCOMOM is an XML-based language. From the technical point of view it can relatively easily integrate the models in different computer's tools and different types of platforms. But this facilitates also the reuse of models though the ease of sending and processing of XML files. Thus, in the example above, the restriction could be used by several different applications and possibly by several different companies if they agree to exchange some of their models. In PERCOMOM, reusing a restriction is possible if the restriction is not directly linked to the application, as it is the case in this example. But it also involves a limitation, in that the elements used for defining the context must be shared between the applications. In our example, the restriction “UserIsInParis” could only be used by two applications if they are able to manipulate the same geographical information. One of the solutions for reaching this goal is for the two applications to use the same Geographical Model (EM1).

If, for the moment, these models must be created by PERCOMOM experts with business experts, in the near future we intend to provide tools to manage all the models in a much simpler manner through the use of graphical tools. As of today, only the models IM1 (Business Process Model) and IM2 (Static Interaction Model) have these kinds of tools.
In PERCOMOM, restrictions can be composed of more than one literal and may include other restrictions, which are then considered to be literals. To facilitate the domain experts’ use of restrictions, PERCOMOM has three sub-categories of restrictions:

- **Application restrictions** that only take into account contextual information about the application.
- **Geographical restrictions** that only take into account contextual information about the user’s location. In our approach, the geographical context allows to define geographical spaces. So, it is possible to define a shop or an office as a geographical space that could be used as a context for an application. In that way, we could even define a specific behavior for an application when it is used outside the office because a geographical context could be used as an inclusive or as an exclusive condition. This allows us to use the notion of geographical context in a broader way.
- **Time restrictions** that only take into account contextual information about time.

It is important to point out here that each kind of restriction is not useful for all kinds of applications, since some applications do not need to be aware of the context. So, depending of the application, it is possible to use only one type of restriction, or two types or all the types.

With this definition of a restriction in PERCOMOM, the question remains how can already existing conceptual models be used to manage new contextual elements in an MDE approach. The response to this question is: it could be done in one of two ways:

- By implementing an *a priori* mode in which the context elements are taken into account in the initial models of the web application. In this case, the specific behaviors associated to the business process models and to the static interaction models will only be activated only when the web application is able to “physically” take the context information into account. For example, it is possible to design a web application that is aware of the geographic context, but if the users do not have a physical system to geolocalize them, this context awareness is serves no purpose. However, when the users obtain a geolocalization system, the web application models will not need to be modified.
- By implementing an *a posteriori* mode in which the web application models must be modified after the fact to take a new context element into account. For example, the web application was not initially designed to take temporal information into account, but a new development makes temporal context-awareness desirable. In this case, the initial models have to be modified.

In PERCOMOM, from the user point of view, all the information regarding the context is saved inside its profile that could be compared to a configuration file. The information contained in the user profile are updated periodically at runtime as follows:

- For the application context, the information is updated each time the user launches or quits an application. All applications used are arranged so that the last application used is the first in the list of open applications.
- For the geographical context, information is periodically updated by a specific application that runs on the technical platform used by the user to access it. The geographical context is then defined as the smallest element of the ontology to determine the geographical position of the user.
- For the temporal context, the information on the current context is determined as runtime each time the application needs it. In simplified terms, the current temporal context matches the current time on the technical platform of the user consultation.

This means that, in PERCOMOM, these three elements of the context always have values and can therefore be used in an application through the use of restrictions.

For most applications, the user is, normally, never aware of the current context used by the application. But, as the information regarding the context is saved inside the user profile, it could be, if the use case related to the business process requires it, displayed or it could be changed by the user himself or herself. This could be very useful in some situation where the choice of the current context could not be done automatically by the application with a high level of confidence.
This also means that an application can respond at runtime to information on the application context, the geographical context or the temporal context only if the application has been designed so that it has a particular behavior for one or more specific elements of the context.

3.3 Managing context in PERCOMOM

In the a posteriori mode, the first question that arises is related to the choice of the conceptual model that should be modified. If the modification will change the behavior of the application without changing anything in the User Interface (UI), it will be realized in the business processes, according to the decision tree shown in Figure 7.

![Diagram](image)

**Figure 7.** Decision tree for modifying a business process model in PERCOMOM

If the modification changes the behavior of the UI, there are two possibilities:

- Modifying the business process models, which supposes that the UI are designed to be generic, with the context-awareness being managed by tasks in the business processes.
- Modifying the UI, which allows the business processes and UI to be kept separate, thus avoiding mixing tasks of different natures excessively in the business processes.

This second possibility has the advantage of being coherent with the traditional MVC (Model-View-Controller) approaches to web applications [80], given that, in a simplified way, the View can be seen as corresponding to the static interaction model and the Controller to the business process model. This separation allows making the business processes as independent as possible from problems directly linked with the UI. It also facilitates the evolution of the UI without necessarily changing the associated business processes.
Since a user interface can be used by several business processes in several web applications, any modification of the static interaction model can result in two situations, depending on whether or not the modifications can be made compatible with all the business processes associated with the static interaction model:

- **the modification can be made compatible with all the business processes** Compatibility can be achieved by adding new valid interaction elements only for certain business processes or by adapting the properties of the elements contained in the static interaction model. Figure 8 presents an example of a decision tree using a geographical restriction in a static interaction model to change the interaction element properties associated to the user location (a static text value type). By taking the geographical restriction into account, the interaction element can be displayed as a static text that is visible if the user is in France and hidden if the user is not in France.

- **the modification can not be made compatible with all the business processes** Incompatibility results in the creation of a new UI, which implies a modification of all the business processes associated with this UI, thus leading to a possible creation of new business processes. Figure 9 presents the decision tree used for any modification to the static interaction model.

![Figure 8](image1.png)  
**Figure 8.** Example of use of a geographical restriction in a static interaction model to change the properties associated to the interaction element regarding the geographical localization of the user

In PERCOMOM, the adaptation of the models being in the posterior mode, it is not performed during the execution of the program but in the modeling phase. This means that taking into account new elements of the context or the adaptation of existing processes need to go through a modeling phase that will use both models of decision trees defined above. To validate the adequacy of the good
choices made during the modeling with the actual use of the application and especially to consider some type of change in use of the application, field studies should be conducted. These, through observation of practice, will:

- validate or invalidate the choices made during the modeling phase,
- detect new user needs in relation to issues of use of the application related to the context.

This means that in PERCOMOM, a user application can respond to the context only if this reaction has been defined during the modeling phase. So, regarding the context, the evolution of the business processes could be see as a continuous loop between a modeling phase and, what we could name, an execution phase (handling of the application by end users).

Now that they have been defined with their scope of use, we will use these two decision trees in concrete examples in the next section.

4. Case study in the field of transportation

Our research was done as part of the Viatic.Mobilité project [81], in association with the French i-Trans competitiveness pole dedicated to transport [82]. A total of fifteen partners, both private companies and research laboratories, were involved in this wide-range project. The project goal was to set up new interactive services for public transportation users, who were considered as nomadic users of information systems. These services are designed to provide not only mobility information, but also general information, by logically articulating all the potential informational needs of travelers. They are also designed to be accessible throughout the user's journey (e.g., at home, in the stations and on board the vehicles (train, bus, tram)) through the use of web applications.

The concrete examples given in this section came from this project. The first example shows how the business processes can be modified to take context into account. The second example shows how it is possible to manage context within the static interaction models. The third example presents a web application in the field of public transportation, which uses the two types of context adaptation to provide an enhanced user experience.

The models used in this paper were designed with the help of business experts in order to validate not only the model’s contents but also to validate the approach proposed in this paper. Since the tools were not finished when the models were designed with the help of business experts, they were created on paper and then introduced in the first version of the tools to validate them. In order to allow the reader to concentrate on the main aspects of managing the context inside models, we present in detail only the two main PERCOMOM models from the business experts’ point of view: the business process and the static interaction models.

4.1 Adapting business processes

By applying the decision trees defined in section 3.3, this first example shows how it is possible to modify a business process to make it context-aware.

Let us suppose that, for an English traveler, we need to modify a business process used to print an e-receipt for a payment. Depending the nature of the web application used (service, transport or leisure), the modification will allow different e-tickets to be e-printed. The business process is composed of a succession of what are called actions in PERCOMOM: the first one, called Action_PaymentValidation, makes it possible to validate the e-payment and to prepare the text to be e-printed on the e-receipt; the second one, called Action_Receipt, allows to e-print the e-receipt (Figure 10).
To make this process context-aware, it is possible to apply the decision tree specifically designed for modifying business processes. To do this, it is necessary to determine whether or not the business process is used by several applications. Because the printing of an e-receipt is supposed to be identical for all web applications, the response doesn't matter. Then, it is necessary to determine whether or not the modification to be executed should be done for every web application. This time, the response is positive because if the modification is to make the business process context-aware, it does not change the business goal associated with e-printing process. Thus, to modify this business process, two possibilities exist:

- Modify *Action_Receipt* to make it context-aware and allow it to print two types of e-receipts depending on the type of the web application, or
- Create specific tasks for each e-payment type for each type of web application.

From an MDE perspective, the second solution is preferable because it allows the creation of distinct business sub-goals that can be reused in other business processes. Thus, an action called *Action_TransportReceipt* will be created to add a specific text for the “transport” applications and an action called *Action_ServiceReceipt* will be created to add the specific text for the other applications. One or the other action will be selected after evaluating an application restriction identifying the nature of the user's application (Figure 11).

![Figure 11. Adapting the business process shown in Figure 9 to the context of use (i.e., application type)](image11)

Figure 12 provides examples of e-receipts e-printed by executing the two actions.
It is interesting to note here that the sub-process outlined in our example used to validate a payment and print a receipt can be defined as a business sub-process re-usable inside other business processes. This sub-process then uses the information necessary for its proper operation (amount paid, payment type, and on on) using information supplied by the processes and sub-processes that have called it. For this, we use an interesting property of the business process that lies in the ability of each process and sub-process, receive and exchange information with other processes and sub-business processes [46]. This means that each process and sub-business process is always defined by the tasks and sub-processes that compose it, but also by the information that can be exchanged with other processes and sub-processes; and this by specifying for each information, if it is an input only, an output only or an input/output information.

Another advantage of using sub-processes and business processes in the context of reusability is that it is possible to give them some genericity for use in various applications. Thus, in our example, the sub-process of validating an e-payment and print an e-ticket could be used for an application to purchase subscriptions for transport but also for an application to purchase concert tickets.

Modifying a web application to make it context-aware can require modifying the static interaction models of the application. In this case, as explained in the following section, the decision tree for the static interaction models will be used.

### 4.2 Static interaction model adaptation

For this example, let us suppose that a transportation company decides to set up an information space on its website in order to identify all the delays on its transport lines. This information space service will be accessible in the morning from the general menu of the website. This modification supposes changing the general menu's user interface (UI) to provide access to this service and then adapting the business processes associated with the application so that the application can deal with this new service.

For the moment, we limit our discussion to the changes concerning the UI. The setting up of the information space will necessitate the creation of new interaction element, which could be an option in a selection menu to provide access to the new service. This new element will allow a business process specific to the new service, called ShowDelay, to be executed. This interaction element, called UIAction_ShowDelay, will be visible only in the morning. To accomplish this, the value of the IsVisible property is changed according to the result of the evaluation of the restriction, IsMorning. To simplify the notation, the restriction created by using a particular property called IsVisibleRule is used. This property allows the interaction element to directly assign the value of the IsVisible property, based on the result of the business rule evaluation (Figure 13).
It is then necessary to modify the business processes associated with the application's static interaction model to allow the business process associated with the new service to be executed. This is done by adding a new action to the business process associated with selecting an option in the general menu (Figure 14).

After taking the modification into account at the UI level by using the IsMorning restriction, it is necessary to know whether or not it is also necessary to modify all the application's business processes. The decision tree tells us that this is not necessary because the modification, which is valid for all the business processes, only concerns the user interface (i.e., access to the option, or not, depending on the time of day).

Now, defining a different behavior in the morning and in the afternoon would require that the menu option be always accessible, whatever the time of day. Therefore, it would be necessary to define specific business sub-processes based on the temporal context. According to our decision tree, this would be a modification of the static interaction model not directly related to the UI, and thus require a modification of all the associated business processes.

### 4.3 Adapting public transportation web applications

One of the functional problems that has been raised was that web applications, because they are used worldwide, should be able to offer information and services related to the user's location. This third example will illustrate how the adaptations to business processes and static interaction models could be combined to create a web application that can react to its own context of use.

In our example, which is quite simple, two specific services are offered to users if they are located in or around Lille (France). The first one will allow them to buy merchandise through a web application and pick it up at a specific corner of the Lille train station. The second one will give users the possibility of consulting information about nearby shops that are less than one kilometer from their
location. Because the main service provided by the application is to give travel information, according to our decision tree, the two new services correspond to two new business processes. They could be launched through a user choice on the main menu of the web application, which means that the user interface needs to be modified too. A geographic restriction is added to the IsVisible property of the UIAction element (represented as a menu option in Figure 14) that will give access to the two business processes only if the user is near Lille.

To show the users some specific advertisements that are directly linked to the user's location, a specific UIElement, an UIAdvert, is attributed a different behavior according to whether the user is near Lille or elsewhere, since the modification is not directly linked to a business process but to the user interface. In both cases, the advertisements are randomly chosen from a pool of valid ads in terms of the user location and will change every 20 seconds if the user is near Lille and every 60 seconds if the user is elsewhere (Figure 15).

![Figure 15](image-url)

**Figure 15.** Use of a geographic restriction associated with the UIAdvert element, attributing a different behavior based on the user's location (near Lille or elsewhere). Only the main information is shown in this figure.

Figure 16 present two views of the application: one when the user is near Lille (a) and one when the user is in London (b).
Figure 16. Example of a public transportation web application that takes the geographic context into account, showing different advertisements and offering different services depending on the user's location: (a) near Lille (France) or (b) in London (England).

This third example allows us to show how taking the context into account could have an impact both on the business processes and on the user interfaces associated with the application. This example demonstrates that the process is coherent, given that the modifications done on the UI level to add the
new business processes are quite simple: just linking a geographic restriction to the IsVisible property of the two UIAction, which allows the new business processes to be launched.

Using our method, the application could evolve very smoothly if user needs evolve:

- The content of the business processes could change without modifying the UI (at least for the UI showed in this example).
- It would be very easy to change the geographic restrictions associated to the IsVisible property if needed.

Of course, there could be a more complex evolution, which would require changing both the business processes and the UI. But, if users needs were correctly determined during the application design phase, complex evolutions should be quite rare.

Another advantage of our method is that it allows tiny links between business processes and UI to be created, which should make it easier to reuse both the business processes and the user interface. Reusability is one of the main goals of the MDE approach [85]. In the example shown in Figure 15, the Static Interaction Model (IM2) associated to the web page, called UIGroup_ViaticApplication, is composed of three sub-models defined as UIUnit. The first one, UIUnit/MainMenu, allows all the components of the upper level of the web page to be defined. The second one, UIUnit/LeftMenu, allows all the components of the menu on the left of the web page to be defined. The last one, UIGroup_Content, is a container associated to a list of UIUnit and can only be presented to the user on the UIUnit list, depending on the value of the UIGroup’s condition. The UIUnit presented in Figure 14 is one of the UIUnits in UIGroup_Content. Figure 17 shows the model associated to UIGroup_ViaticApplication.

![UIGroup_ViaticApplication Diagram](image)

**Figure 17.** The Static Interaction Model associated with the web page presented in Figure 15

The different elements of the UIGroup_ViaticApplication could be reused for different applications by changing their properties and adding different restrictions. If needed, the business processes can easily be reused in other applications with different UIs. In our example, UIUnit/MainMenu is not strongly linked to the application: each element in the menu is generic (Disconnect, Your Profile, Contact, Plan, Help) and the pictures are linked to the application context. This allows it to be reused for different applications without needing to redefine a new upper menu each time.

### 4.4 PERCOMOM compared to similar approaches

In the current stage of our work, we mainly focused on conceptual models for modeling interactions and more specifically the business process model (IM1) and static model of interaction (IM2). For both models, PERCOMOM offers a number of elements distinct from existing approaches.

As the number of approaches to model an interactive application is rather large (see paragraph 2.2), we decided to select only the two most relevant approaches related to the issues addressed by PERCOMOM and UML 2.0, which is now a standard as well as the most widely used language for
modeling applications. Thus, in the remainder of this section, we will compare PERCOMOM to aspects directly related to HCI (IM1 and IM2 models) and to its ability to take the context into account. The comparison will be done with:

- UML 2.0, the reference notation currently promoted by the OMG for modeling applications.
- UsiXML, a language for defining interfaces for interactive applications and for which there are tools and modeling methods to deal with many aspects of an application.
- CUP 2.0, an extension that uses "UML Profiles" and UML 2.0 notation, which can be used to model contextual interactive applications.

We used CUP 2.0 for our comparison as we did not find UML profiles that had been validated by the OMG for modeling business processes, HCI or the context.

As shown in Table 1, the main differences between the four approaches are:

- PERCOMOM offers support for business processes from the viewpoint of interactive applications (IM1 models) and allows considering the reuse of models within an MDE approach. Regarding the modeling of interfaces, PERCOMOM offers almost the same advantages as UsiXML allowing more access to data through the use of business concepts that allows a true abstraction from the data handled in the interface.
- UML 2.0, in its standard version, is not appropriate for supporting business process models or the templates of tasks associated with interactive applications; this is only possible by using specific UML 2.0 profiles. Neither is it appropriate for modeling the interfaces of an interactive application.
- UsiXML, through the use of CTT, is able to take over the task models associated with interactive applications. By cons, it was not created with the reuse of models in mind and does not systematically identify the type of interactions. Otherwise, UsiXML can fully define the interfaces of interactive applications. But, it does take into account only WIMP interfaces (Window, Icon, Mouse, Pointing device). In addition, it allows only direct links to data models without going through a higher level of abstraction, which does not allow a true conceptual approach at the CIM level.
- CUP 2.0, like UML 2.0, is quite linked with the object-oriented approach and for this reason, it cannot be considered as allowing the creation of real conceptual models. Like UML 2.0, it has not been designed to be easily manipulated by business users. On the other hand, CUP 2.0 allows interactive applications to be modeled by using specific UML profiles. It also allows the context to be taken into account to some extent.

Regarding the Business Processes Models (IM1 for PERCOMOM), our comparison shows that UML 2.0 is not the ideal tool for modeling tasks and/or business processes associated with interactive applications and that, in fact, PERCOMOM, UsiXML and CUP 2.0 are very close to each other. One of the great differences resides in PERCOMOM’s management of the business process model (IM1) and its ability to integrate elements from other conceptual models. Thus, in PERCOMOM, a single business process can have inside of itself several different behaviors, depending on the result of the evaluation of a business rule linked to the context, for example.

Concerning the static interaction models (IM2), UML 2.0 is not the most appropriate language for modeling an interactive application, especially at the conceptual level. CUP 2.0, UsiXML and PERCOMOM are very close to each other. However, PERCOMOM adds a number of additional benefits besides the fact that it gives a greater abstraction at the conceptual level. Thus, by using properties for each interaction element and using business rules or restrictions, PERCOMOM allows properties that can react to context to be defined.
| Allows conceptual models to be created, which are not linked to technical elements | PERCOMOM: Yes, as it is fully compliant with the MDA approach | UML 2.0: No, since UML is based on an object-oriented approach | UsiXML: Yes, since it is fully compliant with the MDA approach | CUP 2.0: No, since CUP 2.0 is based on UML 2.0 and thus has the same limitations |
| Uses a standardized notation for modeling business processes | PERCOMOM: Yes, by using an adapted BPMN notation | UML 2.0: Not without using specific non-standard profiles | UsiXML: Yes, by using CTT | CUP 2.0: Yes, by using a System Interaction Model |
| Allows users, social organizations and security aspects to be modeled | PERCOMOM: Yes, by using the social models | UML 2.0: Not without using specific non-standard profiles | UsiXML: Can take into account only a limited model of the user | CUP 2.0: No |
| Allows the geographical context to be modeled | PERCOMOM: Yes, by using a geographical models based on an ontology | UML 2.0: Not without using specific non-standard profiles | UsiXML: No. UsiXML does not define a specific model for the geographical context | CUP 2.0: No. CUP 2.0 does not define a specific model for the geographical context |
| Allows personalization to be integrated inside the models | PERCOMOM: Yes, since PERCOMOM was created to model personalized applications [16] | UML 2.0: Not without using specific non-standard profiles | UsiXML: No. UsiXML does not integrate the notion of personalization | CUP 2.0: No. Only the context is taken into account. |
| Allows HCI to be modeled | PERCOMOM: Yes, by using Static Interaction Models | UML 2.0: Not without using specific non-standard profiles | UsiXML: Yes, by using an Abstract User Interface Model | CUP 2.0: Yes, by using an Abstract User Interface Model |
| Handles all types of applications | PERCOMOM: Yes, since using Static Interaction Model and Dynamic Interaction Model are optional | UML 2.0: Yes | UsiXML: Not easily, since UsiXML was specifically developed to handle interactive applications | CUP 2.0: Yes, by using the UML 2.0 models |
| Allows user tasks and system tasks to be distinguished | PERCOMOM: Yes, by using specific keywords | UML 2.0: Not without using specific non-standard profiles | UsiXML: Yes, by using CTT | CUP 2.0: Yes, by using a System Interaction Model |
| Facilitates the reuse of existing models | PERCOMOM: Yes, for models not directly linked to an application | UML 2.0: Yes, but only for specific models | UsiXML: Only possible for HCI models, since CTT does not allow reusing models | CUP 2.0: Not specifically |
| Can be extended | Yes | Yes, by using profiles | Yes | Yes, by using new profiles or modifying existing profiles |
| Allows the context to be taken into account | Yes, by using restrictions. Can directly use any context element in a restriction. | Not without using specific non-standard profiles | Yes, but only for aspects of the context linked to the technical characteristics of the platform used by the application (e.g., screen size, colors) | Yes, by using a Context Model (i.e., an UML profile). Limited by the fact the context is linked to a class and not to context elements. |
| Models were designed to be used by business experts | Yes. Each model represents a view of the application adapted to a type of business expert | No. | Yes, but only for the models directly linked to the user interface | No, CUP 2.0, like UML, was not designed to be used by business experts |
| Offers tools for creating applications | Has only a limited number of tools | Offers a lot of commercial and non-commercial tools | Offers different tools suitable for different application types (see http://www.usixml.org) | Yes, by using UML 2.0 tools that can be extended using UML profiles. CUP 2.0 can only be used to model the application and can only generate them in a limited way |
| Maturity of the approach | Experimental | Standardized for many years and is widely used | On the way to being standardized by the OMG. | Experimental |

Table 1: Comparison of PERCOMOM, UML 2.0, UsiXML and CUP 2.0
As presented in Table 1, in its standard version, UML 2.0 has too many limitations to be a good candidate for modeling context-aware interactive applications, at the conceptual level. PERCOMOM, UsiXML and CUP 2.0 were all designed for modeling interactive applications, which is why they share many similarities.

However, there are differences between the three. A major difference between PERCOMOM and UsiXML and CUP 2.0 lies in its ability to take into account the concept of personalization, which is not a part of UsiXML [16] or CUP 2.0. On the other hand, PERCOMOM was designed with the high model reusability in mind. Each model can be used for several different applications and, if necessary, with different behaviors by using restrictions. UsiXML and CUP 2.0, meanwhile, were mainly designed to handle applications one by one. And, although their models are reusable, they are, to the best of our knowledge, only aware of some aspects of the context. Finally, PERCOMOM, unlike UsiXML or CUP 2.0, was not designed to support only the modeling of user interfaces but was also designed to support interactive applications as a whole. This explains the existence of Social models (SM1, SM2, and SM3), environmental models (EM1, EM2 and EM3), and behavioral patterns (BM1, BM2, BM3) at the CIM level.

4.5 Discussion

These examples, as well as the other case studies carried out during the Viatic.Mobilité project [72], allowed us to validate our method for adapting the conceptual models of a web application to the context. The use of decision trees was also validated with the domain experts responsible for modeling the application. Thus, our method provides a solution that could be easily understood and used by domain experts. From their perspective, it also offers them a solution that allows the management of all the information needed to adapt applications to their contexts of use.

Nonetheless, our method has limitations, as certain adaptations lead to different types of interpretations. Thus, at the business process level, the choice between adapting the process and creating a new process is subject to the interpretation of the decision tree by the person in charge of modifying the business process. In the same way, the person in charge could decide to modify the actions contained in the business process and not to modify the business process itself, even if this is not recommended in an MDE approach. It would be necessary to propose a stricter definition for the decision trees to avoid problems of interpretation. This stricter definition would also make it possible to extend the use of this type of decision tree to other types of modifications.

It is important to point out that in an MDE approach, the management of the context-awareness can be done not only at the conceptual level but also at the others two levels, the Platform Independent Model (PIM) level and the Platform Specific Model (PSM) level. At these latter levels, as described in Saidani et al. [60], the adaptation is done independently of the business processes carried out by the application, which allows only the context information to be managed at the conceptual level. This is really relevant in the business domains associated with the web applications.

In PERCOMOM, the use of decision trees in the business processes models allows:

- facilitates the process of making the conceptual models context-aware,
- limits the number of new models that have to be created during the adaptation process,
- standardizes context management when the existing models of a web application are evolving, and
- facilitates the reuse of already defined models (business processes or static interaction models that are directly linked to UI).

For this reason, using decision trees represents, in our opinion, a relevant and coherent solution to the problems involving the evolution of existing models.

In the current stage of our research, the possibility of extending the use of our approach to other business areas has been validated, in a limited way, through the creation of some very simple test applications in the field of online sales on the web.
If this does not allow us to make a definitive conclusion, however, we have identified a number of limitations to consider when using this approach in other business domains:

- The modeled application should be a WIMP application.
- The modeled application could be modeled using business processes.
- The modeled application does not take the context into account continuously but discretely (the application has only specific behaviors for specific values of the context that can be determined).

In a more general way, Figure 18 presents the key lessons learned from the MDE approach when creating our case studies with the business experts.

### Figure 18. Key lessons learned from the MDE approach using case studies

<table>
<thead>
<tr>
<th>Key lessons learned from the MDE approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>1- An MDE approach should be centered on the business processes that are the hearth of an application</td>
</tr>
<tr>
<td>2- An MDE approach should allow business experts to create themselves conceptual models</td>
</tr>
<tr>
<td>3- An MDE approach should offer reusable models</td>
</tr>
<tr>
<td>4- An MDE approach should be able to manage the context inside the conceptual models</td>
</tr>
<tr>
<td>5- An MDE approach should offer tools to facilitate its use</td>
</tr>
</tbody>
</table>

### 5. Conclusion

In the Model-Driven Engineering (MDE) approach, one of the principal expected benefits is the possibility of easily reusing already created models to design new applications. Since models have to be used in more than one application, one problem that needs to be resolved is how to make the models evolve coherently over time by limiting the number of modifications carried out.

However, today, with the multiplication of applications and the rapid development of mobile devices, users can access a large number of applications everywhere. It is no longer only important to give them information; they must be given the right information at the right time. To do so, it is necessary to take the context of use into account as a filter for the applications and the information provided to users. This can be done without linking the application to the models, or in an MDE approach, to the conceptual models.

Our proposition to resolve these problems is to use decision trees during the application design phase, which allows us to define in which types of models the modifications must be carried out in the context of an evolving application. These decision trees, which were designed to be independent of the modeling method used, separate the interactive tasks and the non-interactive tasks using an approach similar to the MVC approach.

Since the conceptual models are defined to be understood and manipulated by business domain experts, who are seldom computer engineers, the decision trees are defined to be easily used by these experts, providing only the information needed to correctly manage some aspects of the application context of use. By using business rules, these decision trees allow the models to be made context-aware. Thus, it is possible to create business processes with different behaviors according to the application, geographic or temporal context.

Our method was applied in the field of public transportation (Viatic.Mobilité project) to create web applications dedicated to travelers. This application allowed us to validate the use of decision trees to allow the evolution of a multi-application modeling environment that is able to take context into account. Our MDE method was implemented coherently by limiting the creation of new models to take the context into account.
In our future research, we hope to be able to go one step further in defining the notion of context, which, in our opinion, must be able to evolve in terms of the application type and the user needs. For example, the notion of geographic context is not the same when users employ an application allowing them to read a newspaper at home and when they employ an application allowing them to find the closest bakery when they are walking in the street. We will try also to integrate more context elements than the application, geographic and/or temporal context. For example, our work on the perception of time during journey [83, 84] has already allowed us to introduce some aspects of traveler behavior during a trip, as a contextual element that allows us to offer a new way for personalizing applications. This work has also introduced the question of the possibility to detect the future context of the users for which we have defined a first approach, with the use of a global level of confidence, that needs to be improved. For the moment, this first approach allows us to manage easily the most obvious changes of context states and need an adjustment period to manage the other cases.

We plan also to create all the necessary tools to allow business experts to create, manipulate and verify the consistency of all the models related to an application when using PERCOMOM. To be efficient these tools would have to be able to manage the evolution of the models during time. And particularly, they will have to be able to do a consistency check of all the existing models, for all known applications, each time a model is modified. For PERCOMOM to be used by business experts, we will need to provide, in a near future, a solution, at the coding level, to allow, at runtime, management of business processes according to the context.

During our research, we found that it is not always relevant in an MDE approach to manage the notion of context only at the conceptual level. However, we still have not been able to define rules that will allow us to clearly define which context element should be managed at each level (i.e., conceptual level, platform independent level or platform specific level). This is one of the points that we have to work on to be able to clearly characterize the context. In the near future, we will also test our decision trees with other modeling methods and other business domains to make sure that they can be generalized.
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